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 For a long time, random numbers have been used in many fields of 

application. Much work has been conducted to generate truly random 

numbers and is still in progress. A popular method for generating 

random numbers is a linear-feedback shift register (LFSR). Even 

though a lot of work has been done using this method to search for 

truly random numbers, it is an area that continues to attract interest. 

Therefore, this paper proposes a circuit for generating random 

numbers. The proposed circuit is designed to produce different 

sequences of numbers. Two segments of Fibonacci LFSR are used to 

form a generator that can produce more varied random numbers. The 

proposed design consists of blocks: segment 1, segment 2, and a 

clock controller. The system produces random numbers based on an 

external clock. The clock signal for the first segment is that of the 

external clock, whereas that for the second segment is modified by 

the clock controller. The second stage (segment 2) is executed only 

after every 2
n1

−1 clock cycles. The proposed design can generate 

different sequences of random numbers compare to those of the 

conventional methods. The period of the proposed system is less than 

that of the original Fibonacci LFSR. However, the period is almost 

equal to the original one when the system is realized in 32-bit or 64-

bit form. Finally, the proposed design is implemented on a field-

programmable gate array (FPGA). It occupies more area and runs at a 

lower frequency compared with the original Fibonacci LFSR. 

However, the proposed design is more efficient than the segmented 

leap-ahead method concerning space occupancy.  
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1. INTRODUCTION 

For a long time, random numbers have been used in many fields of application, such as gambling, 

games, cryptography, computer simulations, statistical sampling, and completely randomized design. In real 

life, dice, playing cards, or tossed coins are often used for gambling. A die has six sides, each of which is 

marked with a different number of dots. When rolled, which face comes up on top is unpredictable. Hence, a 

sequence of die rolls can be simulated using random numbers, which is the basis of many real games that are 

played on computers. 
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Random numbers are usually generated as a sequence of (ideally) unpredictable numbers within a 

certain range and based upon a given initial seed value [1-3]. This initial value plays a crucial role in 

determining the resulting (possibly very long) sequence of numbers and whether those numbers are genuinely 

random. In the field of cryptography, the seed is often used as a password; whenever the seed is recognized, 

the encrypted data will be revealed. Therefore, the seed should be such that an unauthorized user cannot 

decrypt the data [3-6]. 

A random-number generator with a predefined seed produces what are known as pseudorandom 

numbers, usually by computer or machine. In that case, the seed is already determined and stored somewhere 

in the program. However, truly random numbers are generated based on an unknown or unspecified seed that 

is often set based on momentary conditions such as a clock time, a temperature, or the value of some other 

physical parameter. 

Much work has gone into finding truly random numbers. Purushottam designed 8-bit and 16-bit 

linear-feedback shift register (LFSR) generators that are based on polynomial feedback. Whenever the 

feedback changes, so do the resulting sequence of random numbers [7], the length of which is limited by the 

length of the LFSR. This means that longer sequences of random numbers require more circuitry, which in 

turn runs more slowly and causes more delays [8]. 

In previous work, we proposed a very simple method of generating non-uniform random numbers 

using MATLAB [9]. Recently, a linear congruential generator (LCG) was successfully implemented in a 

field-programmable gate array (FPGA) [10-12]. Je and Seong generated barely correlated uniform random 

numbers by using a two-segment Galois leap-ahead LFSR. The period of the resulting random number 

generator was approximately 2.5 times that of a single-segment Galois leap-ahead LFSR [13]. 

The present paper presents a different method for generating random numbers, one that is based on a 

Fibonacci LFSR. The generator is formed from two segments of Fibonacci LFSR, resulting in more varied 

random numbers over a longer period. In section 2, we present some fundamental aspects of random numbers 

and their connection with FPGAs. In section 3, we give a short but precise method for generating random 

numbers. In section 4, we discuss other random-number methods and compare them with our proposed 

method. We also show how to implement the proposed generator in an FPGA. Finally, in Section 5, we draw 

certain conclusions from our results. 

 

 

2. BACKGROUND THEORY 

2.1. Random Numbers 

Random numbers are numbers that appear random or unpredictable over a particular period, usually 

resulting from a random-number generator. There are two types of the generator based on how the random 

numbers are generated: a pseudorandom number generator (PRNG), or a truly random number generator 

(TRNG). Whereas a PRNG uses a known predefined seed, a TRNG uses a seed from some momentary 

physical situation, such as a clock time or a temperature. 

Random numbers are used in applications ranging from electronic games to gambling to 

cryptography. Highly secure systems are often based on random numbers, which therefore have to be as 

random as possible. Truly random numbers can be achieved by choosing the right seed. Two parameters that 

are often used to determine the quality of random numbers are as follows [1], [3]: 

a. Sequence length: The more random the numbers, the longer the sequence before they repeat.  

b. Unpredictability: Numbers may be repeated in a random-number sequence whose length exceeds 

the sequence length. However, a good generator will produce different number sequences in such 

cases [14]. 

Most generators produce random numbers that are distributed uniformly. However, some 

applications require non-uniformly distributed numbers. For this, there are many generators that produce 

random numbers based on exponential, normal, or other distributions. However, the numbers so distributed 

tend to be ones that have been modified from a uniformly distributed sequence. More numbers are required in 

such cases, but some of these are ignored to fit with the specified non-uniform distribution [9]. 

 

2.2. Uniform Random Numbers 

A uniform random number distribution is one type of pseudorandom number distribution, in 

addition to others such as Gaussian and exponential. A uniform random number generator generates a set of 

random numbers that are distributed uniformly in the sense that a sufficiently long sequence of numbers so 

generated would correspond to a uniform distribution. In other words, each number has the same probability 

of occurring. Uniform random numbers can be generated as formulated in Equation (1) [1-3]: 

 

 Xn+1 = a + b Xn (mod m)        (1) 
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where 

n = 0,1,2…. 

a = shifting constant (a < m) 

b = multiplier constant (b < m) 

m = modulus (> 0) 

X0 = initial value (integer ≥ 0, X0 < m)  

 

2.3. Linear Feedback Shift Register 

A linear feedback shift register (LFSR) is a type of shift register that is built from D flip-flops and 

XOR gates. The term “linear” refers to the input linearity of its previous condition or state. A seed is required 

for the initial value at the beginning of the sequence of random numbers. Each flip-flop stores a state that is 

either high or low (in value). Whenever the clock goes high, every stored value is shifted to another flip-flop. 

To produce a long sequence of truly random numbers, feedback from the outputs of individual flip-flops is 

required [15]. 

Usually, an LFSR is represented by a polynomial of modulus 2, and the feedbacks are tapped 

according to the polynomial formula. Table 1 gives the maximum period of an LFSR based on its number of 

bits, which depends on the polynomial feedback. 

 

 

Table 1. Correlation between LFSR maximum period and feedback/number of bits 
Number of bits Period Feedback 

2 3 X2+X+1 
3 7 X3+X2+1 

4 15 X4+X3+1 

5 31 X5+X3+1 
6 63 X6+X5+1 

7 127 X7+X6+1 

8 255 X8+X6+X5+X4+1 
18 262,143 X18+X11+1 

19 524,287 X19+X18+X17+X14+1 

20–168 [16] [16] 
2–786, 1024, 2048, 4096 [17] [17] 

 

 

An LFSR may be implemented using either a Fibonacci or a Galois model, both of which reproduce 

the same amount (period) of random numbers. Figure 1 shows an example of a Fibonacci LFSR, in which the 

taps are bits that might influence the input of the LFSR state. The maximum length of an LFSR sequence is 

2
n
−1 possible states, except those in which all the bits are zero. 

In a Galois structure, the values (states) are changed when shifted from one position to the next. 

However, the taps are subjected to an XOR operation with the output bit before they are saved in the next 

position. The next input bit is the new output bit. Therefore, when the output bit is zero, all the states in the 

register are shifted to the next positions, and the input state becomes zero. Figure 2 shows the configuration 

of a Galois LFSR structure. 

 

 

  

 

Figure 1. Fibonacci LFSR 

 

Figure 2. Galois LFSR 

 

 

3. TWO-SEGMENT FIBONACCI LFSR 

Figure 3 shows a block diagram of the proposed two-segment Fibonacci LFSR. The design consists 

of a clock controller and segments 1 and 2, the latter two of which are independent of each other. The system 

produces a random number every time an external clock goes high. 
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Figure 3. Block diagram of proposed two-segment Fibonacci LFSR  

 

 

The two segments may consist of the same number or different numbers of D flip-flops. For 

instance, a 6-bit generator could be constructed from the following of flip-flops in the first segment and 

second segment as 2 and 4, 3 and 3, or 4 and 2, respectively. 

The clock controller is used to supply a different clock signal to each segment. The controller circuit 

is designed based on the numbers of flip-flops in segments 1 and 2. For example, if the segment 1:2 flip-flop 

combination is 3:3, the clock frequency supplied to segment one will be seven times faster than that to 

segment 2. In general, the second stage (segment 2) will be executed (clock goes high) after the first stage 

produces a period of the random. However, there is no zero in the period. This design will be discussed in 

section 4. 

The initial seed values of the proposed design are based on the numbers of flip-flops in both stages. 

If these numbers are the same, the same seed is used for both stages. Otherwise, different seeds are used to 

match the different numbers of flip-flops. 

 

3.1. Design of 6-bit two-segment LFSR 

As mention above, the circuit for a 6-bit two-segment LFSR can be built with different numbers of 

flip-flops in its segments. However, let us begin by considering the case of equal numbers of flip-flops in 

both segments, namely 3:3. Figure 4 shows the circuit design for one segment. According to the polynomial 

formula in Table 1 for generating 3-bit random numbers, three flip-flops and a XOR gate are required. The 

feedback of input flip-flop D1 is XORed between the outputs of the second (D2) and third (D3) flip-flops. 

Implementing a 3:3 6-bit two-segment generator requires two circuits of the type shown in Figure 4, but with 

different clock inputs. The second segment responds only when the first stage has generated one period of 

random numbers. 

Let us consider another model by taking the combination of 2:4. Two flip-flops are used in the first 

segment, whereas four are required in the second. Figure 5 shows a circuit realization of the design. Clock 1 

is initially from the external clock without any modification. However, Clock 2 is an output of the clock 

controller circuit. Because the first stage contains only two flip-flops, the clock controller ensures that the 

clock signal supplied to the second stage is three times slower than the original one. 

 

 

 
 

 

Figure 4. Design of a 3:3 3-bit Fibonacci 

LFSR: one segment 

 

Figure 5. Design of a 2:4 6-bit two-segment Fibonacci 

LFSR: both segments 

 

 

3.2. Design of 8-bit two-segment LFSR 

More combinations may be used in the case of a bigger circuit. For example, an 8-bit generator can 

be formed from segment 1:2 flip-flop combinations of 2:6, 3:5, 4:4, 5:3, or 2:6. Let us consider the 3:5 case, 

for which two different Fibonacci circuits are required (a 3-bit segment 1 and a 5-bit segment 2). The circuit 

of segment 1 is similar to the one shown in Figure 4. The design of the second stage is shown in Figure 6, 
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based on 5-bit polynomial feedback. The feedback that drives the input of the first flip-flop is the XOR of the 

outputs of D3 and D5. 

 

 

 
 

Figure 6. Design of a 5-bit Fibonacci LFSR segment 

 

 

3.3. Clock Controller 

In the proposed model, the second stage does not change until the first stage has generated a period 

of random numbers. The period of the first segment (P1) is based on its number of flip-flops (n1) as shown in 

Equation (2). 

 

P1 = 2n1 – 1         (2) 

 

Therefore, to control the second segment, we have to apply a clock signal to the second segment 

every P1 times that the first clock is supplied from outside the system. Let us consider the case of a 2:4 6-bit 

two-segment design as shown in Figure 7. The initial seed value is set to be decimal 17. The initial values of 

segments 1 and 2 are "01" (decimal 1) and "0001" (decimal 1), respectively. When the first clock is applied 

to this generator, the first segment is executed but the second part remains unchanged. This scheme continues 

until the first layer has generated one period (2
2
−1 = 3) of random numbers. When the third clock cycle is 

applied, the second segment responds by changing its value to "0010" (decimal 2). The second segment 

responds again after another three clock cycles. 

In other words, the first layer responds to each clock cycle, whereas the second layer responds to 

every P1 clock cycles. Based on this, the circuit of the clock controller can be realized by a synchronous 

counter of modulus P1. Therefore, the design requires a total of (n + n1) D flip-flops in general, where n is the 

combined number of flip-flops in both segments and n1 is the number in the clock controller. 

 

 

 
 

Figure 7. Illustration of random-number generation process 

 

 

4. RESULTS AND DISCUSSION 

4.1. Sequence of Random Numbers 

The period of the proposed two-segment Fibonacci LFSR generator is shorter than that of the 

original one. However, the former produces different sequences of random numbers. Table 2 and Table 3 list 

some of the random numbers generated by the original one-segment (Table 2) and the proposed 2:4 two-

segment (Table 3) 6-bit Fibonacci LFSR. Table 4 lists some of the random numbers generated by the 

proposed 3:3 two-segment 6-bit Fibonacci LFSR, which provides more numbers than does the 2:4 generator. 
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Table 2. List of random numbers generated by original 6-bit Fibonacci LFSR 
No. Random number No. Random number No. Random number No. Random number 

1 32 18 19 35 18 52 53 

2 1 19 39 36 37 53 42 

3 2 20 15 37 11 54 21 
4 4 21 30 38 22 55 43 

5 8 22 61 39 45 56 23 

6 16 23 58 40 27 57 47 
7 33 24 52 41 55 58 31 

8 3 25 40 42 46 59 63 

9 6 26 17 43 29 60 62 
10 12 27 35 44 59 61 60 

11 24 28 7 45 54 62 56 

12 49 29 14 46 44 63 48 
13 34 30 28 47 25 1 32 

14 5 31 57 48 51 2 1 

15 10 32 50 49 38 3 2 
16 20 33 36 50 13 4 4 

17 41 34 9 51 26 5 8 

 

 

Table 3. List of random numbers generated by the proposed 2:4 two-segment 6-bit Fibonacci LFSR 
No. Random number No. Random number No. Random number No. Random number 

1 17 14 51 27 37 40 28 

2 49 15 35 28 27 41 60 

3 33 16 22 29 59 42 44 
4 18 17 54 30 43 43 24 

5 50 18 38 31 23 44 56 

6 34 19 29 32 55 45 40 
7 20 20 61 33 39 1 17 

8 52 21 45 34 31 2 49 

9 36 22 26 35 63 3 33 
10 25 23 58 36 47 4 18 

11 57 24 42 37 30 5 50 

12 41 25 21 38 62 6 34 
13 19 26 53 39 46 7 20 

 

 

As seen from Table 2, the original 6-bit Fibonacci LFSR produces a full period of random numbers. 

The numbers colored red have appeared before at the beginning of the sequence. The original system 

produces 2
6
−1 = 63 numbers. Numbers 32, 1, 2, 4, and 8 are a repetition of the ones that first appeared. 

Meanwhile, the proposed 2:4 Fibonacci generator provides slightly fewer numbers: (2
2
−1)(2

4
−1) = 45 (see 

Table 3). Similarly, the proposed 3:3 generator produces fewer random numbers than does the original, albeit 

a few more than does the 2:4 generator. 

 

 

Table 4. List of random numbers generated by the proposed 3:3 two-segment 6-bit Fibonacci LFSR 
No. Random number No. Random number No. Random number No. Random number 

1 9 14 34 27 51 40 62 

2 17 15 13 28 35 41 54 
3 41 16 21 29 15 42 38 

4 25 17 45 30 23 43 12 

5 57 18 29 31 47 44 20 

6 49 19 61 32 31 45 44 

7 33 20 53 33 63 46 28 

8 10 21 37 34 55 47 60 
9 18 22 11 35 39 48 52 

10 42 23 19 36 14 49 36 

11 26 24 43 37 22 1 9 
12 58 25 27 38 46 2 17 

13 50 26 59 39 30 3 41 

 

 

In the original Fibonacci LFSR, zero is not produced because at least one flip-flop must always be in 

the high (logical 1) state. However, more numbers are excluded in the proposed structure. Now, at least one 

flip-flop must always be in the high state in both segments. In other words, at least two flip-flops must 

always be in the high state in the proposed generator. 
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Table 5 lists the periods of various combinations of the proposed two-segment Fibonacci LFSR 

compared to the original one. The calculations of the period P of the proposed generator are based on 

Equations (3) and (4): 

 

P = P1 P2          (3) 

substitute P1 and P2 from Equation (2) so that 

 

P = (2
n1

−1) (2
n2

−1)          (4) 

 

where 

n1: number of flip-flops in segment 1 

n2: number of flip-flops in segment 2 

Based on the data in Table 5, the periods of the proposed two-segment Fibonacci LFSR generator 

are less than those of the original one. The proposed generators produce maximum periods when the numbers 

of flip-flops in both segments are equal (n1 = n2). 

 

 

Table 5. List of periods of original one-segment and proposed two-segment Fibonacci LFSR  
 6 bit 8 bit 18 bit 32 bit 64 bit 

Original 63 255 262,143 4.2949 × 109 1.844674407 × 1019 

2:4 or 4:2 45 - - - - 
3:3 49 - - - - 

2:6 or 6:2 - 189 - - - 

3:5 or 5:3 - 217 - - - 
4:4 - 225 - - - 

9:9 - - 261,121 - - 

16:16 - - - 4.2948 × 109 - 
32:32 - - - - 1.844674406 × 1019 

 

 

The proposed 6-bit generator produces 45 and 49 random numbers for the combinations of 2:4 (or 

4:2) and 3:3, respectively; the period of the 3:3 generator is 77.78% that of the original one. For the 8-bit 

generator, the proposed 4:4 one provides a period that is 88.23% that of the original LFSR generator. For the 

18-bit design, the proposed two-segment LFSR generator is capable of generating a period that is 99.61% 

that of the original LFSR generator. Therefore, for higher numbers of bits (32 and 64 bits are commonly used 

in applications), the difference in period between the designed and original generators is vanishingly small, 

as shown in Figure 8. 

 

 

 
 

Figure 8. Maximum period of the proposed two-segment LFSR generator as a percentage of the period of the 

original generator plotted against the number of bits 

 

 

4.2. FPGA Implementation 

We simulated the proposed two-segment Fibonacci LFSR generator in FPGA software to compare it 

with other designs. Figure 9 shows the simulated behavior of a 4:4 8-bit two-segment Fibonacci LFSR. In the 

figure, lfsr_out[3:0] represents the output numbers of the first segment, and lfsr_out1[3:0] represents the 

numbers produced by the flip-flop in the second part. The blue-highlighted lfsr_out12[7:0] is the random-

number output of the proposed generator, which is a combination of the output of both segments. 

 



IJECE  ISSN: 2088-8708  

 

FPGA-based Design System for a Two-Segment Fibonacci LFSR Random Number Generator (Zulfikar) 

1889 

 

 
 

Figure 9. Simulated behavior of the proposed 4:4 8-bit two-segment Fibonacci LFSR 

 

 

In other to verify the proposed design manually, we implemented it on a BASYS 2 FPGA board that 

was equipped with a relatively inexpensive Spartan 3 integrated circuit. Onboard LEDs were used to verify 

manually random numbers produced by the proposed design, as shown in Figure 10. 

 

 

 
 

Figure 10. Hardware realization of 4:4 8-bit two-segment Fibonacci LFSR and a BASYS 2 FPGA board 

 

 

Table 6 and Table 7 list the occupied areas and maximum frequencies of the original versus 

proposed Fibonacci LFSRs for 6 and 8 bits, respectively. The proposed generators require roughly twice the 

space that the original ones require. Similarly, the proposed Fibonacci LFSRs are slower than the original 

ones. However, this is a small cost compared with the resulting different sequences as indicated in Table 3 

and Table 4. Of course, the proposed design does require additional flip-flops to control the clock signal 

supplied to the second segment; this circuit was discussed in section 3.3. 

 

 

Table 6. Comparison of occupied slices and frequencies of different Fibonacci LFSR designs: 6-bit 
Fibonacci LFSR type Slices Frequency (MHz) 

Original  3 519.224 

3:3 two-segment  7 336.055 

2:4 two-segment  6 436.862 

 

 

Table 7. Comparison of occupied slices and frequencies of different Fibonacci LFSR designs: 8-bit 
Fibonacci LFSR type Slices Frequency (MHz) 

Original  4 519.224 

4:4 two-segment  8 330.764 
3:5 two-segment  8 336.055 

2:6 two-segment  7 334.317 

 

To facilitate comparison, the proposed design was implemented using Xilinx ISE on to a Virtex-II 

Pro chip numbered XCV2VP30. Table 8 gives another comparison of the proposed two-segment Fibonacci 

LFSR with the two-segment leap-ahead Galois LFSR proposed in 2013 by Lee et al. [13]. It can be seen that 

the proposed generator can generate the same amount of random numbers as can the generator introduced by 

Lee et al. regarding the area, the proposed design is better than the previous model, even though the 

developed model is slower than the segmented leap-ahead Galois LFSR. 
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Table 8. Comparison of maximum period, occupied slices, and frequency for 18-bit LFSRs 
 Max. period Number of segments Slices Freq. (MHz) 

Segmented leap-ahead Galois LFSR [13] 261,121 2 35 535 

Proposed 4:4 two-segment Fibonacci LFSR  261,121 2 25 350 

 

 

5. CONCLUSION 

A two-segment Fibonacci LFSR has been designed and implemented successfully. The design 

requires (n + n1) D flip-flops. The proposed design approaches the sequence length of the original design 

with increasing bit size. However, the occupied area is greater and the speed is lower compared with the 

original one. When the model is implemented on an FPGA, the proposed two-segment Fibonacci LFSR 

shows the same period as that of the one developed by Lee et al. [13] but it has occupies less area. The 

proposed design is unable to generate certain numbers, such as "00010000" or "00000010." This is because 

there should be at least two flip-flops in the high state at any given iteration. 
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