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 The unified modeling language (UML) supports extension mechanisms 

called stereotypes, tagged values, and constraints to extend its modeling 

capabilities. These extension mechanisms are utilized to create new and 

customized profiles. Their applications in modeling emerging security 

requirements are discussed. To model authentication, availability, integrity, 

access control, confidentiality, data integrity, non-repudiation, authorization, 

encryption, hashing, and session mechanisms, a set of novel stereotypes is 

proposed in this paper. The proposed stereotypes inherit from baseline 

security requirements. Further, security concepts within the UML diagram 

are represented using these stereotypes and security notations. In addition, 

the proposed stereotypes were evaluated with the help of human subject 

evaluation using real-world scenarios to illustrate the usefulness of these 

stereotypes in modelling security requirements. This paper contributes a 

stereotyped model for security requirements with security symbols and a 

library of high-quality security notations, which can be integrated into 

existing or new diagrams to enhance security requirements modeling. 

Results indicate that the proposed stereotyped model improves the modeling 

process of security requirements. It also provides a better representation of 

emerging security mechanisms in software design. Finally, during the 

software development process, stakeholders enjoy improved communication 

and understanding of security requirements. 
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1. INTRODUCTION 

UML stereotypes have been used to model the different types of security requirements. Examples of 

security requirements include authenticity, secrecy, integrity, secure communication, fair exchange, non- 

repudiation, freshness, guarded access, secure information flow, and role-based access control. Since threats to 

computing systems are increasing day by day, security requirements are also changing accordingly. To meet 

https://creativecommons.org/licenses/by-sa/4.0/
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these security requirements, new mechanisms and technologies have been introduced [1]. Hence, there is a need 

to define new stereotypes and/ or other UML extensions that help software designers to design software in a 

more meaningful and smart way. In this paper, we discuss risk-based authentication, multi-factor authentication, 

two-factor authentication mechanisms, and other security requirements which are explained in section 2, and 

propose security symbols to model security requirements related to them. 

Two-factor authentication (TFA) is a type of multi-factor authentication that requires the 

presentation of two or more authentication factors [2]. These factors usually include something the user 

knows (e.g. password or PIN), something the user has (e.g., a credit card or a smart card), and/or something 

the user is (e.g., a thumb impression or any other biometric feature). 

Risk based authentication is a dynamic authentication mechanism that uses the agent profile that 

requests access to the system to determine the risk profile associated with that transaction. The risk profile is 

then used to find the authentication technique or intricacy of the challenge to be used. Higher-risk profiles 

lead to stronger challenges, whereas simple username/password authentication may be considered sufficient 

for lower-risk profiles. 

Many software developers lack awareness and sufficient training in security. In addition, many 

programming books do not teach how to write secure programs [3]. Research in this domain has led to the 

creation of tools and prototypes, though only a limited number of them are accessible to the public. 

Furthermore, the suggested notations have undergone diverse evaluations, including case studies, scenarios, 

and user experiments, to showcase their efficacy. The rest of this paper is organized as follows. Section 2 

discusses the proposed approach; section 3 discusses the literature review; section 4 discusses the results; and 

section 5 provides the conclusions. 

 

 

2. RELATED WORK 

Researchers have suggested diverse modeling notations to depict security requirements; however, 

these notations have not been integrated into widely used software modeling tools, and their efficacy remains 

unassessed. A deep learning model was developed to protect users from phishing attacks by creating a smart 

warning system, achieving a high accuracy of 98.4%. A multiscale approach using a Python-based scanner 

was presented for the detection and mitigation of web-based applications. Lack of security in virtual 

machines within the cloud compromises data integrity, confidentiality, and availability. Researchers proposed 

a MobileNet-based approach to enhance data security in the cloud with higher accuracy.  

Muneer et al. [4] integrated security notations into a unified tool, followed by the evaluation of their 

effectiveness through experiments involving human subjects. Ashraf et al. [5] proposed guidelines for the 

security assessment of an enterprise applications which were analyzed in a better way. Different algorithms 

were introduced to secure sensitive information and personally identifiable data for cloud security. Among 

them, advanced encryption standard was used which encrypts a large amount of data, and is more efficient. 

A secure model was proposed to detect attacks on web-based applications. This CapsuleNut model includes 

decoding, generalization, standardization, and vectorization. 

 

2.1.  Security requirements using risk assessment techniques 

Attack trees use a tree structure to model attacks where the root represents the target and leaves 

represent means of achieving the target. To design an attack tree, the attacker’s characteristics must be 

considered [6]. McDermott modeled attack nets using petri nets [7]. An attack’s progress is represented by 

means of tokens that can move along the arcs. Attack graphs are used for modeling computer network 

vulnerabilities, and directed graphs are used for modeling attack graphs [8]. Vulnerabilities, systems, and users 

are illustrated by nodes, where attacker actions are shown with edges. Use cases were introduced to model a 

system’s unwanted behavior. This technique is referred to as a misuse case. Misuse cases are used to predict an 

attack. Figure 1 shows a misuse case model indicating a hacker’s attack, where security can be compromised by 

exploiting the authentication process using a valid account or by means of a dictionary attack [9]. 

Use cases can be used to depict how a user can harm the system. This method was termed as an 

abuse case [10]. In this model, a legitimate user can perform malicious activities by using the personal 

privileges provided. Figure 2 shows how a malicious student can exploit a lab system. Nevertheless, system 

quality requirements engineering (SQUARE), is a 9-step process for elaborating an information system’s 

security requirements [11]. The goal is to develop a view of security requirements in the initial stages of 

development. UMLSec, an extension to UML [12], uses stereotypes and adversary models [13], to 

incorporate information related to security into UML diagrams. The focus of SecureUML is on distributed 

system policies and control. Additionally, the approach does not propose any notations, but rather a security 

annotation form. The extended UML states chart notation introduces different states such as threatened, 
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vulnerable, defensive, compromised, quarantine, and recovery [14]. Human subjects-based evaluation is used 

to validate the proposed notation. 

 

 

 
 

Figure 1. A misuse case model of an attack [9] 

 

 

 
 

Figure 2. An abuse case model of an attack [10] 

 

 

2.2.  Security requirements using security notations 

Existing notations of Business Process Modeling Notation (BPMN) do not represent availability, 

integrity, and confidentiality. Therefore, it has been extended to provide secure healthcare processes. This 

scheme can be used to represent events such as data scanning or running encryption algorithms. The authors 

have proposed seven security events for conceptual representation of authentication, authorization, harm 

protection, access control, non-repudiation, encrypted messages, and secure communication in the context of 

BPMN [15]. Different colors were used to represent security code notations. Among them, white represents 

normal activity diagrams, red with dotted lines represents attack activities, and blue represents defensive 

activity components [16]. Some notations are confusing to interpret and they can convey multiple meanings. 

A study was conducted to determine the usability of the notation. SecBPMN includes security notations for 

BPMN, such as availability, confidentiality, integrity, auditability, accountability, non-repudiation, 

authenticity, and privacy [17]. An experiment was conducted in which a set of security notations were selected 

as a result of a student-drawn set of notations for certain security concepts. Validation of these notations was 

done by experts. The proposed security notations can be seen in Table 1. 
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Table 1. Security concepts and notations in business processes [18] 
Security concepts Notations Security concepts Notations Security concepts Notations 

Availability 

 

Access control 

 

Privacy 

 

Data confidentiality 

 

Data integrity 

 

Risk 

 

Audit 

 

Encryption 

 

Digital signature 

 

 

 

This study is limited to business processes, and a study is needed that explains the results in terms of 

the total number of notation, security concepts, and languages used for modeling. Moreover, tool support is 

missing and the security concepts chosen were also limited [18]. Rodríguez et al. [15] presented an extension 

to BPMN without providing any supporting tool. However, they took an example of a healthcare scenario to 

prove the concept. In the study, no security experts were involved nor additional studies were carried out. In 

[19], business processing notation is presented by simply extending BPMN. In addition, when designing 

these notations, the safety and security of assets in the food industry was considered. The author divided 

assets into two branches: physical and logical as shown in Table 2. 

A limited set of notations is selected that is applicable for security purposes. Maines et al. argue 

that notations used for security must be a true representation so that they can be easily implemented [20], e.g., 

using a wall with fire to represent a firewall. This displays the true essence of the concept as shown in Table 3. 

Organizational trust and security groups were added to BPMN [21]. These notations are an abstract level 

representation of state security requirements. However, no studies have been conducted, and the set of 

proposed notations is also limited. Similarly, a limited number of notations were presented in [22], [23]. The 

proposed notations for workflow systems are shown in Table 4. Security notations such as integrity, 

availability, and confidentiality were presented by Altuhhov [24]. 

 

 

Table 2. Control for physical and logical assets [19] 
Physical assets Notation Logical assets Notation 

Deep-Frozen 

 

 

Private 

 

Light-Sensitive 

 

Financial 

 

Explosive 

 

Legal 

 

Poisonous 

 

Confidential 

 

Radioactive 

 

Audit-Relevant 

 
 

 

 

Table 3. Cyber-security ontology for BPMN [20] 
Security concept Notation 

Firewall 
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Table 4. Security notations for work-flow [23] 
Security concept Notations 

Separation of duty 

 

Binding of duty 

 

 

 

The author’s argument regarding notations is that they lack attention to security concerns. This 

research focuses on complete mediation, policies, cryptography, credentials, and interception. A tool was 

developed to gather various conceptual patterns from literature. While many notations were described based on 

texts, their visual representation was missing [25]. The MASC modeling architecture can be viewed in Table 5. 

Security is not a separate concern that should be considered only in the initial stages of the requirement 

gathering process. The author proposed a set of notations that can be implemented using UML and other 

modeling tools [26]. These notations can be used for designing the security of client-server systems [27]. 

Business designers elicited the security requirements at a conceptual level, which were later implemented by 

developers based on those requirements. Similarly, a UML-based tactic for SOA applications was presented in 

[28], as shown in Table 6.  

An activity diagram was used to incorporate proposed security notations, and a proof of concept was 

given by depicting a healthcare scenario [29]. As discussed earlier, similar notations were proposed for UML, 

like BPMN. The proposed notations are displayed in Table 7. 

 

 

Table 5. MASC modeling architectural security concepts [25] 
Security concepts Notations Security concepts Notations Security concepts Notations 

Session 

 

 
Data is stored 

 

 
Enforcement 

 

 

Session initialized 
 

Session closed 
 

Administration 
 

Encryption 
 

Signing 
 

Decision 
 

Hashing 
 

Keys 
 

Information 
 

 

 

Table 6. SOA security notations [28] 
Security concepts Notations Security concepts Notations Security concepts Notations 

Data integrity 
 

Non-repudiation 

 

 
Authorization 

 

Availability 
 

Authentication 
 

Traceability and 

auditing  
 

 

 

Table 7. UML security modeling extensions [29] 
Security concepts Notations Security concepts Notations Security concepts Notations 

Security auditing 
 

Security requirement 

 

 
Non-repudiation 

 

Integrity 
 

Access control 
 

Privacy 
 

 

 

 

2.2.1. Independent modeling notations 

In [30], a visual language for authorization controls was discussed. The main notation used to represent 

authorization is a piece of paper with a signature, and a few supporting notations were also proposed. Table 8 

shows the notations of the visual language for authorization modeling [31]. The notations are vague when used 

independently, as their meaning is unclear and no tools were provided. Furthermore, no user studies were 

conducted. In contrast, extensive user studies were conducted using a larger set of notations. Literature indicates 

that de facto software modeling tools have not incorporated these security notations. This implies the need to 

incorporate these security notations in a unified way which is the objective of this study. 
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Table 8. Visual language for authorization modeling [30] 
Security concepts Notations Security concepts Notations Security concepts Notations 

Authorization on a form 
 

 

Valid 
 

 

Used 
 

 

Valid and put on hold 

 

Invalid 

 

Unused 

 
 

 

 

2.3.  UML extension mechanism 

The UML extension mechanism allows developers to customize and enhance standard UML models 

to better fit specific domains or requirements. It includes constructs like stereotypes, tagged values, and 

constraints, which enable the addition of new semantics or properties to existing UML elements without 

altering the core UML specification. This flexibility supports domain-specific modeling, such as 

incorporating security, performance, or platform-specific concerns directly into diagrams. In this section, we 

will discuss these mechanisms with examples. 

 

2.3.1. Constraints 

They are used to create new semantics, properties for specifying semantics, and/or conditions. They 

are specified by using a string enclosed by brackets. Figure 3(a), shows a simple example of using constraints in 

a UML model. This UML class diagram represents a system with individuals, financial accounts, and 

organizations, incorporating rules to ensure data integrity and security. The Person class includes gender and 

optional spouse associations, with constraints enforcing heterosexual relationships. The BankAccount class is 

linked to both a portfolio and a required corporation, and is marked with a {secure} tag to highlight the need 

for security measures. Overall, the diagram outlines key structural relationships and embeds business rules 

alongside security considerations. 

 

2.3.2. Tagged values 

They allow the creation of new properties specified in the form of keyword-value pairs and extend 

UML building blocks by creating new information for the element. Tagged values can be created for existing 

model elements or stereotypes. Tagged values are not class attributes. Figure 3(b), demonstrates the use of 

tagged values. ”Version=3.2” is a tagged value and not an attribute of the class. The tagged value in this 

example may be useful for software developers. 

 

 

  

 

 
(a) (b) (c) 

 

Figure 3. UML extension mechanism constructs: (a) constraints, (b) tagged values, and (c) stereotypes 

 

 

2.3.3. Stereotypes 

Allow the extension of the vocabulary of UML to create new model elements derived from existing 

ones. The newly created elements have specific properties suitable for a particular problem domain. 

Graphically, a stereotype is rendered as a name enclosed by guillemets. Figure 3(c), shows some examples 

of stereotyped modeling elements. 

By using the ‘network node’ stereotype, the firewall, router, and hub may be used as first-class 

citizens when modeling the system, thus adding more semantics to the design. With the impact of rapid 

technological changes, cybersecurity-related concepts are difficult to understand. Vallabhaneni et al. 

proposed a bidirectional generative adversarial network approach for the detection of cyber-attacks [32]. 

Visual notations can be used for cyber security research. Sturdee et al. makes a collection of sketches and 
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icons which function as the foundation for creating a visual language for interfaces and communication 

related to cybersecurity [33]. 

As UMLsec does not explicitly addresses access control, an approach was proposed to resolve the 

mentioned challenges by enhancing UML through the inclusion of security diagrams, which will serve to 

depict mandatory access control (MAC), discretionary access control (DAC), and role based access control 

(RBAC) policies as integral components [34]. Basin et al. proposed an approach called model driven security 

to build a secure system. Instead of prescribing a specific modeling language for this procedure, they 

suggested a comprehensive framework for developing such languages by integrating systems modeling 

languages with security modeling languages [35]. They showcase various examples of this framework, 

demonstrating the synthesis of various UML modeling languages with a security modeling language to 

articulate access control requirements in a formal manner. 

 

2.4.  Security requirements and UMLSec 

This section briefly discusses the security requirements that are needed to be achieved while 

modeling any secure system. The following security requirements have been identified by [36], and are 

mandatory to achieve for any system to be secure from threats. Key security requirements supported by 

UMLSec include fair exchange, secure links, secure dependencies, guarded access, no down-flow and no up-

flow policies, ensuring that both structural and behavioral aspects of security are considered during system 

development. Security Requirements for threat free systems are mentioned in Table 9. The UML stereotypes 

used for these security requirements will be discussed in the next section. 

 

 

Table 9. Description of security requirements 
Security requirement Description 

Fair exchange Prevent the participants from cheating 
Non-repudiation The action cannot subsequently be denied 

Role based access control A mechanism for controlling access to protected resources, assign permissions to roles, instead of 

assigning to people 
Secure communication link Preserve ‘Secrecy’ and ‘Integrity’ of the data in transit 

Secrecy and integrity Data should be read only by the legitimate parties (Secrecy), Data should be modified only by the 

legitimate parties (Integrity) 
Authenticity Message authenticity, data origin authenticity, entity authenticity 

Freshness Message created in the current execution round must not be a replay of an older message by the 

adversary 
Secure information flow A concept used in multi-level secure systems having different levels of sensitivity of data (e.g., high 

and low). High means highly sensitive or highly trusted data. What happens when highly trusted 

parts communicate with low trusted parts and vice versa? A system may have ‘No down-flow’ 
and/or ‘no up-flow’ policies 

Guarded access Access control, ensure that only legitimate parties have access to secure part of the system 

 

 

3. PROPOSED APPROACH 

This section discusses the proposed approach. The proposed approach comprises of 4 steps, the first 

step deals with extraction of symbols and notations, second step deals with selection of appropriate notation 

for representation of a security concept, step three deals with conversion of these notations and security 

concepts to stereotypes and finally the step four deals with Evaluation of stereotypes through depiction of a 

scenario. This proposed 4 steps approach is depicted in Figure 4 (a), (b), (c), and (d). As a first step, security 

symbols and notations used to represent various basic security concepts were collected from literature. A set 

of 94 security notations and symbols were gathered, some of which are discussed in the related work section 

due to limitations of space; all of them cannot be discussed here but are available in the online repository. 

The notations were then redrawn in high quality as most of them were not available publicly and in usable 

format. After accounting for similarity and considering basic security concepts out of 94 still 49 security 

notations and symbols were remaining. 

In the second step, security symbols and notations were divided into groups according to the security 

concepts they were representing and were presented to the participants of survey which was conducted on 

Amazon mechanical Turk. The participants were selected if specific conditions were met, the participant 

must be working in the software industry for more than 5 years. Secondly, participants must also have 

knowledge of different types of security concepts and their applications. The participants must also have 

knowledge of different types of modelling languages such as UML, BPMN and others. The survey was 

conducted to select the most appropriate visual representation of a security concept because different 

researchers have presented the same security concept differently. A sample question from the questionnaire is 

shown in Figure 5, where the respondent is asked to select the most appropriate symbols for the concept of 

session. 
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 In the third step, the final set of notations and symbols were used to generate UML stereotypes. The 

selected notations satisfy most of the security requirements of secure system which are discussed in the 

previous section. Table 10 shows the mapping of how selected notations are related to security concepts, 

baseline requirements, security requirements and how they can be transformed into stereotypes and where 

these UML stereotypes can be applied. 

 

 

  
(a) (b) 

  

 
(c) 

 
(d) 

  

Figure 4. Steps of proposed approach (a) step 1 symbol/notation extraction, (b) step 2 best visual 

representation of security concept, (c) step 3 security concept to stereotypes, and (d) step 4 evaluation of 

security stereotypes 

 

 

 
 

Figure 5. Sample question 

 

 

Table 10. Mapping of security concepts, security requirements, and UML stereotypes 
Security concept Baseline requirement 

(s) 

Stereotype Applies to Related security 

requirement 

Availability Availability <<Availability>> Components, nodes - 
Integrity Integrity <<Integrity>> Data, classes Secrecy and integrity 

Access control Confidentiality, 

integrity, authorization 

<<AccessControl>> Interfaces, services Role based access 

control, guarded access 
Confidentiality Confidentiality <<Confidentiality>> Data, classes Secrecy and integrity 

Data integrity Integrity <<DataIntegrity>> Data, classes, 

attributes, associations 

Secrecy and integrity 

Non-repudiation Accountability 

(integrity) 

<<NonRepudiation>> Logs, operations Non-repudiation 

Authentication Identification & 
authentication 

<<Authentication>> Services, interfaces Authenticity 

Authorization Access control 

(confidentiality) 

<<Authorization>> Methods, services Role based access 

control, guarded access 
Encryption Confidentiality, 

integrity 

<<Encryption>> Communication links Secure communication 

link 

Hashing Integrity <<Hashing>> Attributes, data Integrity 
Session Availability, 

confidentiality 

<<Session>> Components, interfaces - 

Sensory 
experience 

Authentication 
(usability & 

biometrics) 

<<SensoryExperience>> Actors, devices - 

 

 

UML stereotypes proposed in [29] were used as the base class and new classes that inherit from the 

stereotype ‘security requirement’ were proposed. Figure 6 shows one of the stereotypes proposed in our 

approach. Due to the limitation of space only stereotypes related to authentication are displayed here. The 

stereotype ‘authentication’ is defined as a child of ‘security requirement’. The stereotype ‘authentication’ has 
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two children, namely ‘multi-factor authentication’ and ‘risk- based authentication’ stereotypes. The first one 

has yet another inherited stereotype named ‘two-factor authentication’. 

 

 

 
 

Figure 6. The proposed stereotypes 

 

 

3.2.  Sample model for risk based authentication 

Assume that a client accesses an online banking system using different types of networks and 

devices. The network may be a public wireless network, a private secure network, or a mobile network. The 

client may use a recognized device (e.g., the user’s laptop), an unregistered public computer at an airport, or 

a mobile device with internet access. The online banking system uses the risk profile associated with the type 

of access and determines the level of challenge to be used while authenticating the user. If the user tries to 

access their online banking account from an unrecognized device, they may be asked to answer more 

questions than just their user ID and password. This scenario has been depicted in Figure 7. 

 

 

  
  

Figure 7. Risk based authentication Figure 8. Multi factor authentication 

 

 

3.3.  Sample model for multi-factor authentication 

Multi-factor authentication uses more than two factors for authentication. Usually, these factors 

include what you know (e.g., username/password or PIN), what you have (e.g., an ATM card, OTP device or 

a smart card), and finally, what you are (e.g., fingerprint, retina scan or facial recognition). By combining 

multiple forms of authentication, multi-factor authentication significantly enhances security, making it much 

harder for unauthorized individuals to access sensitive information, even if they have obtained a password. It 

is widely used to protect online accounts, corporate systems, and sensitive data from cyber threats. 

To demonstrate the use of the proposed multi-factor authentication system, let’s assume a user of a 

critical control system. When the user wants to log on to the system, they use their smart card as the first step of 

the authentication process, and later they are asked to enter their password. The scenario has been depicted in 

Figure 8. The client module provides smart card information to the authentication module. Upon success, the 

multi-factor authentication module further requests the client to send their username and password to complete 

the authentication process. 

Similarly, the stereotypes for other security concepts were created. Finally, in the fourth step, the 

UML stereotypes were tested with the help of human subject evaluation where human subjects were given a 
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scenario to represent graphically. The scenario presented to human subjects was curated by security experts. 

Certain security concepts were included in the scenario so that UML stereotypes can be tested. Either 

stereotype name or symbol or both can be used to represent the security requirement. In the first attempt the 

respondents were not exposed to UML stereotypes with security symbols, after the first attempt they were 

provided with the UML stereotypes with security symbols. At the end, respondents were requested to fill a 

questionnaire regarding usability and usefulness of proposed UML stereotypes. 

 

 

4. RESULTS AND DISCUSSION 

To analyze security symbols to be used in proposed stereotypes a survey was conducted on Amazon 

mechanical Turk. The purpose of this survey was to reduce the number of symbols available to be used in 

UML stereotypes as many researchers used different symbols/notations to represent the same security 

concept. This survey resulted in a final set of 12 security symbols/notations visible in Figure 9, which were 

then converted in stereotypes and incorporated in Microsoft Visio stencil and Draw.io library so that they 

may be used in the fourth step of the study. 

 

 

  
 

Figure 9. Final set of security symbols and notations 

 

 

In the fourth step, the library and stencil of UML stereotypes combined with security notations and 

symbols were shared with the human subjects. They were asked to draw diagrams with security symbols and 

notations and without security symbols and notations. The primary objective was to evaluate how well 

different security notations were understood and implemented by software developers and designers. 

Responses were conventional diagrams that incorporate security symbols. They provide valuable insights 

into how the security requirements can be modelled by extending UML through stereotypes. Moreover, the 

survey conducted at the end also presented valuable results in terms of usability of these proposed 

stereotypes. 

Figures 10 to 15 are displaying the typical scenario encountered while trying to access a bank 

account and perform a transaction the description of which is as follows. The bank wants to facilitate its 

customers to perform financial transactions 24/7 ubiquitously. When The customer opens the bank’s website, 

the customer will be provided with safety information about the account and how to use it in a pop up 

window. The customer is then required to enter a user name and to provide proof that the customer is human 

and not a machine by entering characters and figures/numbers that appear in the form of an image. After 

successful verification, the customer is granted access to the next page where password is required. 

According to the bank’s security policy customer are never asked to enter a complete password but only a 

part of it. After successful verification, login process is complete as shown in Figure 10 and Figure 11, 

accessing bank account with/without security symbol respectively. 

After login, the customer is granted access to a bank account where different transactions can be 

performed. If the customer remains active for more than 5 minutes, the customer will be automatically logged 

off from the bank’s website. When the customer initiates a financial transaction, say for example a transfer of 

funds to someone’s account, a verification is again required that it is the customer who has initiated the 

transaction by providing a one-time authorization code which is sent either to customer’s email address or 

mobile number. After successful verification, the transaction is completed and the customer is notified. 

Customers can perform other transactions also, for example paying utility bills. Different responses with 

security symbols are shown in Figure 13 and 15 and without security symbols for accessing bank account are 

shown in Figure 12 and 14. 
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Figure 10. Response 1a: accessing bank account without security symbols 

 

 

 
 

Figure 11. Response 1b: accessing bank account with security symbols 
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Figure 12. Response 2a: accessing bank account without security symbols 

 

 

 
 

Figure 13. Response 2b: accessing bank account with security symbols 
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Figure 14. Response 3a: accessing bank account without security symbols 

 

 

The survey conducted at the end of activity provided favorable results. 90% respondents supported 

the usefulness of UML stereotypes with security notations. 80% respondents stated that there should be more 

UML stereotypes with security notations. 75% respondents suggested that the provided UML stereotypes 

with security notations are easy to learn and use. 80% respondents stated that UML stereotypes with security 

notations helped in depicting the provided scenario. Overall, it can be inferred that the extension of UML 

stereotypes to represent security concepts through security notations is a valuable tool for modelling security 

requirements. 

As a result, unique artifacts were collected as the fourth and final part of the study concluded. 

Artifacts with UML stereotypes having security notation and symbols are more descriptive and easier to 

perceive than artifacts without security notation and symbols. Results indicate that the proposed stereotyped 

model improves the modeling process of authentication related security requirements and other security 
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requirements and concepts. It also provides a better representation of emerging security mechanisms in 

software design. Finally, during the software development process, stakeholders enjoy improved 

communication and understanding of security requirements. 

 

 

 
 

Figure 15. Response 3b: accessing bank account with security symbols 

 

 

5. CONCLUSION 

In this paper, we discuss the extensibility features of the Unified Modeling Language and how 

different security requirements are fulfilled by using UML stereotypes. Based on the work already done, we 

propose new stereotypes with security symbols and notations, namely authentication, availability, integrity, 

access control, confidentiality, data integrity, non-repudiation, authorization, encryption, hashing, and 

session. Furthermore, the UML stereotypes with security symbols is a great tool for software engineers for 

representing security requirements. However, the security symbol library that is made available as one of the 

deliverables is a valuable contribution of this study and can be utilized to produce UML stereotypes and 

diagrams that support other security requirements mentioned not covered in this study. 
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