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 The cryptographic hash functions are the most fundamental cryptographic 

concept. These functions are used as basic building blocks for digital 

signatures and message authentication. Boolean functions are the core of 

hash functions. These functions are expected to provide pseudo-randomness 

as well as input sensitivity. Cellular automata are a form of Boolean function 

that exhibits strong cryptography properties as well as chaotic behavior. This 

paper proposes a hash function, designed on the principle of cellular 

automata. The proposed algorithm is secure and meets the requirements for a 

successful hashing scheme. The hash function has strong statistical and 

cryptographic characteristics, according to the findings of the avalanche test 

and the National Institute of Standards and Technology (NIST) Statistical 

Test Suite. The modularity of different operations of this algorithm makes it 

suitable for a high-capacity processing environment to produce efficient 

performance. 
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1. INTRODUCTION 

Authentication of data is one of the very basic needs in cryptographic applications. The hash 

functions are used for many years to achieve that. Merkle [1] is credited with the original formulation of one-

way hash functions as well as a method for generating them from random block ciphers. All techniques rely 

on the development of a fixed and finite-size “building block” function, which may accept any size input, and 

then creating the true one-way hash function from this “building block”. 

Naor and Yung [2] confirmed security results in the context of polynomial-time reducibility. So far, 

different hash functions based on the techniques by Damgard [3] and Matyas et al. [4] have been devised. 

Hammad et al. [5] provided a detailed survey on lightweight cryptographic hash functions. Most of the hash 

functions focused on the security aspect but the efficiency and ease to compute are also desirable properties. 

To achieve this efficiency, we may design a hash function that will utilize the existing processing capability 

optimally. The cellular automata can be used for this purpose because of their inherent parallel computation 

capabilities. 

Wolfram [6] was the first to introduce cellular automata (CA). He creates a cellular automation-

based pseudo-random number generator. Szaban and Seredynski [7], [8] proposed a block encryption system 

using cellular automata and the design of an S-box using cellular automata and improving S-box 

performance. Hanin et al. [9] presented a lightweight cellular automata-based hash algorithm (L-CAHASH). 

In comparison to well-known lightweight hash algorithms, this technique provides good randomness quality 

and quick software hashing. The findings reveal that it fits the security requirements of radio-frequency 

https://creativecommons.org/licenses/by-sa/4.0/
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identification (RFID) tags. Mihaljević et al. [10] presented a one-way hash function that is highly adapted to 

small and rapid hardware implementation, which is appealing to developing smart cards for security. The 

cellular automata-based parameterized hash algorithms (CASH) were suggested by Kuila et al. [11].  

Rajeshwaran and Kumar [12] present hashing technique using 1D cellular automata to generate a 

strong hash function. Sadak et al. [13] offer a novel hashing approach that incorporates both linear and  

non-linear cellular automata principles, as well as a salt addition mechanism to defend the hashing algorithm 

from cryptanalytic assaults. Jamil et al. [14] present a unique omega-flip permutation approach to boost 

diffusion in small iterations. The results show that various cellular automata rules combined with a unique 

omega-flip permutation technique provide a desirable SAC in a minimal number of iterations and pass all the 

statistical tests. John et al. [15] show how to create a basic hash function using cellular automata and sponge 

functions. Manuceau [16] created cryptographic algorithms using a 2D cellular automaton based on 

Conway’s Game of Life. Machicao and Bruno [17] propose a chaotic CA-based encryption method using 

different cellular automata rules and producing a good degree of performance. 

Das and Ray [18] presented a programmatically configurable parallel block encryption algorithm. 

Roy and Nandi [19] presented a symmetric key cryptography algorithm using cellular automata. Rani and 

Sasamal [20] presented showcase applications of quantum-dot cellular automata, subsequently this is 

extended by Qadri et al. [21]. Su et al. [22] and Naskar et al. [23] presented an image encryption technique 

using the tent map technique. Kumar and Raghava [24] presented substitution-box-based image encryption. 

Wang et al. [25] designed a new circuit based on a quantum-dot CA-based programmable logic 

array. The comparison with other existing algorithms suggests better efficiency of the quantum dot-based CA 

algorithm. Reyes et al. [26] modelled a complex adaptive network using CA and Li et al. [27] designed an 

integrated circuit using quantum dot which consumes less power and has better operational speed. Bykov 

[28] uses a modified Wolfram's rule 184 to simulate a heterogeneous traffic flow for a smart city. A new 

technique is proposed by Angulo et al. [29] to reduce noise in a digital image. The experimental result shows 

this technique is also effective for reducing salt and pepper noises. Alexan et al. [30] proposed an image 

encryption technique using CA and Lorenz systems. The result shows similar performance to other 

researchers' techniques, but it requires less processing time. Mohanty et al. [31] represent a cloud-based 

implementation of privacy preservation. 

We propose a 128-bit cellular automata-based hash function (CABHF-128), an optimized 128 bits 

cryptographic hash function based on cellular automata principles in this paper. This hash function uses 

linear and non-linear rules for message digest generation. CABHF-128 demonstrates good pseudorandom 

behavior, according to the National Institute of Standards and Technology (NIST) Statistical Test Suite. 

CABHF-128 displays pseudorandom behavior, statistical independence between the input and output, and 

algorithm sensitivity to changes in the input, according to these tests. 

The work is organized in 5 sections. Section 2 provides the theoretical basis for the method of 

cellular automation and cryptographic hash function. We have presented our proposed work in section 3, 

which is to develop a new cellular automaton-based cryptographic hash function. The discussion of the 

findings obtained is in section 4. Lastly, the work’s future scope is discussed in section 5. 

 

 

2. THE ORETICAL BACKGROUND 

Wolfram describes the first examples of cellular automatons. They were very simple to implement 

and had a basic structure. Cellular automata were the subject of many scientific papers during the last 

decades. The study of cellular automatons was carried out by various researchers from different disciplines. 

In this work, we use a cellular automata-based hash function with a block size of 128 bits. We have used 7 

cellular automata-based rules which are one-directional and simple to implement. These rules satisfied the 

basic principle of hash functions. It is explained in detail in subsection 2.1. 

 

2.1.  Cryptographic hash function 

In cryptography, cryptographic hash functions are commonly employed. A hash function accepts 

any number of bits as input and returns an n-bit integer as an output. The one-way hash function should 

maintain collision resistance property for its generated output. Furthermore, the hash function must produce a 

truly unique, unrelatable result when given two messages with slight differences. If a hash function with the 

following three features is termed a strong hash function. 

A hash function should compress data while also being simple to implement. A hash function 

received any length input and converts it into a fixed-length output. Furthermore, it must fulfill the following 

fundamental security standards to be labelled as “cryptographic”.  

It is difficult to find the message M1’ such that h(M1’)=k, given the hash value k=h(M1). Given M1, 

it is hard to find M1’ such that h(M1’)=h(M1). It is hard to find M1 and M1’ such that h(M1)=h(M1’). 

 

https://ieeexplore.ieee.org/author/37089335535
https://sciprofiles.com/profile/author/NHRRNXpBU2taM3l4L2p4M2k5N0lYN1BjR1lkOW1RelhOOXdhTzRPVlcwa0svdXUwak1yZEJ1YjdiVE1admdxTA==
https://ieeexplore.ieee.org/author/37085380491
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2.2.  Cellular automation 

A discrete parallel computation model built of a finite array of n cells is known as a one-dimensional 

cellular automaton. In a discrete-time t, each cell communicated with its neighbors. Each center cell x 

updates its state s1∈ {0, 1} by applying a local rule and a radius (r1). For radius r1 the neighborhood consists 

of a total of 2*r1+1 numbers of cells, including the central cell x. If the radius=1 then it is called one-

dimensional cellular automation, the neighborhood consists of a central cell and one cell each toward the left 

and right. Figure 1 depicts the transition of states in finite-size cellular automata with periodic boundaries. 

The center cell’s transition from stage 0 to stage 1 is determined by the stage 0 neighborhood and a transition 

function known as the “cellular automata rule”. The pseudo-random number is generated by Wolfram using 

cellular automata rule 30 with radius (r)=1. The working procedure of cellular automation with periodic 

boundary using rule 90 and radius=1 is shown in Figure 1. Figure 2 represents the time-space diagram for 

rule 90. 

 

 

 
 

Figure 1. Cellular automation rule 90 with Radius=1 

 

 

 
 

Figure 2. Time-space diagram representation of rule 90 

 

 

3. METHOD 

In this section, the working process of the proposed algorithm is described. This algorithm produces 

a message digest of 128 bits and is known as CABHF-128. The CABHF-128 broadly consists of two phases. 

Pre-processing of the message occurs in the first phase. The pre-processed message is then transformed into a 

message digest through the hash generation phase. The hash generation phase uses a hash function based on 

cellular automata rules to produce a message digest. A detailed description of both phases of CABHF-128 is 

presented in the following subsections. 

 

3.1.  Pre-processing phase 

The pre-processing phase is designed to divide the message into multiple batches so that each batch 

can be processed parallelly without depending on the other batch. It may happen that the last batch will be 

incomplete, in that case, we will do padding of additional bits to make it complete. After splitting and padding, 

we will perform XOR with seed to add confusion to the message and prepare for the hash generation phase. 

 

3.1.1. Splitting and padding 

In the first phase of pre-processing an arbitrary length of a message is split into N batches. The 

batches are consisting of 128 blocks of 128 bits each. If the last batch is incomplete, then additional bits are 

padded to it to make it complete and multiple of 128. 
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The CABHF-128 employs a padding technique in which a single “1” bit is padded at the end of the 

final data bit and a sequence of “0” bits. We perform this because each block should have an equal number of 

bits. If the data blocks are incomplete, then only we will add padding. These padding bits will be dropped 

during decryption. 

 

3.1.2. Initial transformation 

In the second phase of pre-processing, each batch of the message is applied to an initial 

transformation function which performs an XOR operation on a block of 128 bits of message with a seed 

value. The seed for the first block is a random number of 128 bits. The subsequent blocks use the hash value 

generated by the previous block. The initial transformation function can be represented as: 

 

ℎ0 = ƒ (𝑏𝑙𝑜𝑐𝑘0, 𝑖𝑛𝑖𝑡𝑖𝑎𝑙 𝑠𝑒𝑒𝑑) 

 
ℎ1 = ƒ (𝑏𝑙𝑜𝑐𝑘1, ℎ0) 

 
ℎ𝑛 = ƒ (𝑏𝑙𝑜𝑐𝑘𝑛 , ℎ𝑛−1) 

 

3.2.  Hash generation phase 

In the hash function generation phase, a cellular automata-based hash function is applied to the 

output generated by the initial transformation. Here, we used a cellular automata rule based on the block 

number. The rule selection criteria are block number modulo 7. The output of this phase is the message digest. 

The cellular automata-based hash function uses one-dimensional CA rules with radius 1 with 

periodic boundary. The selected 8 CA rules are arranged in the following order with a hash_ruleset.  

 

ℎ𝑎𝑠ℎ_𝑟𝑢𝑙𝑒𝑠𝑒𝑡 = {30,90,150,45,135,120,165,195}. 

 

The message digest will be obtained as: 

 

𝑀𝑒𝑠𝑠𝑎𝑔𝑒 𝐷𝑖𝑔𝑒𝑠𝑡𝑖 = ƒ (𝐶𝐴𝑠𝑒𝑙𝑒𝑐𝑡 , 𝑠𝑒𝑒𝑑, ℎ𝑖) 

 

𝐶𝐴𝑠𝑒𝑙𝑒𝑐𝑡  is the selected rule for that block from hash_ruleset. The concatenation of all individual message 

digests will generate the final message digest. 

 

3.3.  CABHF-128 algorithm 

The algorithm is broadly divided into 2 phases. The pre-processing phase helps in the splitting of a 

message into equal size blocks. The block generation steps are followed by the initial transformation of data. 

The hash generation phase converts the initial transformed data to a message digest. All the message digests 

are combined to get the final message digest. 

  

Algorithm 1. Pre-processing phase 

Step 1 :  Split the message of size M into N batches of 2 KB (16385 bits) each.  

Step 2 :  Split each batch into 128 blocks that contain 128 bits.  

Step 3 :  If required add padding to the last batch. The padding will start from a ‘1’ bit followed by multiple 

‘0’ bits. 

Step 4 :  Apply the initial transformation function to each block of 128 bits of data from a batch as follows: 
  If Block number=0 

   h0=block0 XOR initial seed 

  else 

   hi=blocki XOR hi-1 

Step 6 :  Concatenate h0 to h127 to generate the initial transformed value for one batch 

Step 7 :  Repeat Step 1 to Step 6 for all batches 

Hash generation phase: 

Step 8 :  Repeat the following activities for i from 0 to 127 (for each Batch) 

  Find CAselect from hash_ruleset. Where select=i MOD 7. Calculate Message Digesti=ƒ (CAselect, 

seed, hi) 

Step 9 :  Concatenate all message digesti to form message digest for the batch. 

Step 10 :  Repeat Step 8 and Step 9 for each batch and concatenate all outputs to find the final message 

digest. 
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3.4.  Block diagram of CABHF-128 algorithm 

The block diagram of CABHF-128 algorithm is represented in Figure 3. The block diagram 

summarizes the different operations of the algorithm. All operations of the algorithm are broken into 3 

categories. The first one is splitting and padding to convert data into equal size blocks. The second phase is to 

apply the initial seed and transformation function. The last phase is to produce a message digest. 

 

 

4. RESULTS AND DISCUSSION 

We have executed the proposed algorithm and HCAHF proposed by Sadak et al. [13] in an high-

performance computing (HPC) cluster having 96 cores and 64 GB RAM. The results of the implementation 

of both algorithms are compared in subsection 4.3. The result shows proposed algorithm produces better 

execution performance. The results of avalanche tests and the NIST test on the proposed cellular automata-

based hash function method are presented in this section. Passing these tests implies that the algorithm has a 

high level of security, but it does not mean that it is immune to different attacks. Statistical independence 

between input and output is the most critical aspect of any hash function. 

 

 

 
 

Figure 3. Block diagram of CABHF-128 algorithm 

 

 

4.1.  Avalanche test 

The avalanche test states that a minor modification in input value generates a substantial difference 

in the derived output. An algorithm that shows a good avalanche effect normally produces a hamming 

distance between the massage and modified message at least half of the message digest size. A hash function 

is highly non-linear if it shows an avalanche effect. 

To test the avalanche test for CABHF-128, 50 messages of 2 KB each were used. The CABHF-128 

generates 2 message digests, one for the original message Msgi and one for the corresponding 1-bit change 

replica. The hamming distance between hash values is then determined.  
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𝐻𝑎𝑚𝑚𝑖𝑛𝑔_𝑑𝑖𝑠𝑡𝑎𝑛𝑐𝑒 (ƒ (𝑀𝑠𝑔𝑖), ƒ (𝑀𝑠𝑔𝑖𝑟𝑒𝑝𝑙𝑖𝑐𝑎)) 

 

The result obtained from the avalanche test shows the average avalanche value concentrated around 51. The 

detailed result is represented in Figure 4. This shows that CABHF-128 generates a good avalanche effect and 

is hence statistically independent concerning its input values.  

 

 

 
 

Figure 4. Result of avalanche test 

 

 

4.2.  NIST statistical test 

A hash function should produce good pseudorandom behavior. To test this pseudorandom behavior 

of CABHF-128 results, NIST Statistical Test Suite is used. It calculates the p-values and verifies the 

randomness. To perform NIST statistical test suite, a message digest of size 15 MB is used. This message 

digest is produced by the CABHF-128 algorithm. The result obtained passed this test because all values are 

present within the range of 0.001 to 0.999. The detailed results are represented in Table 1. 

 

 

Table 1. Results of NIST statistical test 
Name of the Test p-value Status 

Frequency 0.5412 Success 
Block frequency 0.5343 Success 

Cumulative frequency 0.5327 Success 

Runs 0.4951 Success 
Longest run 0.5100 Success 

Fourier transform 0.5210 Success 

 

 

4.3.  Performance evaluation 

We used 15 MB of data to produce a message digest using both algorithms and measures results for 

50 concurrent runs. The results show that CABHF-128 produces better performance as compared to the 

HCAHF algorithm. The results of 50 runs are represented in Figure 5 and Table 2. 

 

 

 
 

Figure 5. Execution time comparison between HCAHF and CABHF-128 
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Table 2. Execution time of HCAHF and CABHF-128 
Runs HCAHF CABHF-128  Runs HCAHF CABHF-128 

1 2.4 1.5  26 3.4 1.5 

2 3.4 2.3  27 2.8 1.6 

3 2.5 1.6  28 2 1.7 

4 2.8 2.8  29 1.4 1.4 

5 2.3 2.1  30 1.9 1.8 

6 1.7 1.7  31 1.5 2.5 

7 2.5 1.4  32 2.7 1.9 

8 1.7 2.4  33 1.6 2.3 

9 2.7 2  34 2.5 1.6 

10 2.1 1.8  35 2.4 1.5 

11 2.5 1.9  36 1.7 2.8 

12 2.4 2.5  37 1.9 1.7 

13 2.5 2.4  38 1.6 1.4 

14 1.9 1.7  39 1.5 1.9 

15 2.8 1.9  40 2.4 2.5 

16 2.5 1.5  41 3.2 1.7 

17 1.5 2.7  42 2.4 1.5 

18 2.5 2.3  43 2 2.3 

19 1.9 1.3  44 1.5 1.6 

20 2.4 2.1  45 1.6 2.5 

21 1.8 1.6  46 2.4 1.5 

22 3.7 1.8  47 1.7 1.7 

23 3.2 2.5  48 1.9 1.9 

24 1.8 2.1  49 1.5 1.6 

25 2.4 2.4  50 2.7 1.5 

 

 

4.4.  Security analysis 

It is not straightforward to prove a cryptographic algorithm’s resistance to attacks targeted at it 

formally. To perform a brute force attack on the hash function, someone requires 2n trials to determine the 

original message Msg from a given hash value this means in the case of CABHF-128 the attacker required 

2128 operations to successfully decode it. Therefore, CABHF-128 provides a good level of defense against 

brute force attack 

One can target the hashing algorithm through cryptanalytic attacks. The use of a random number of 

128 bits as the initial seed during the initial transformation and hash generation stages makes it very difficult 

for the attacker to perform cryptanalytic attacks. Again, the use of linear and non-linear cellular automata 

rules during hashing operations prevents the cryptanalytic attack. The algorithm uses both confusion and 

diffusion properties of basic cryptography through XOR operation and hash generation making it difficult to 

break this hash function.  

 

 

5. CONCLUSION AND FUTURE WORK 

This paper proposes cellular automata based on a new cryptographic hash function. The CABHF-

128 algorithm is designed to produce a message digest of 128 bits at a time. This algorithm consists of a pre-

processing stage and a hash generation phase. The input data is then padded using the message digest 

padding technique and then splits into N batches that contain 128 blocks of 128 bits each. The initial 

transformation function is applied to different batches of messages to complete the pre-processing stage. An 

initial seed, which is a random number, is used during the initial transformation function as well as in the 

hash generation stage. The hash generation function selects a CA rule from the hash_ruleset and applies it 

with the block of data to generate a message digest. The CABHF-128 uses the XOR operator and cellular 

automata to provide confusion and diffusion qualities. The avalanche test indicates an average of 51% of the 

avalanche effect and is hence statistically independent concerning its input values. The NIST statistical test 

suite confirms that CABHF-128 shows good pseudorandom behavior. The performance comparison of the 

CABHF-128 with HCAHF in an HPC environment shows this algorithm produces better performance than 

HCAHF. These experiments reveal that CABHF-128 exhibits pseudorandom behavior, statistical 

independence between the input and output, and algorithm sensitivity to changes in the input. In the future, 

the CABHF-128 can be implemented to authenticate data at rest. This cryptographic hash function can also 

be used extensively in blockchain technology for authentication. As cellular automata are inherently parallel 

computing systems, this algorithm can be optimized to provide optimal performance for high-performance 

computing systems. 
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