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 The microcontroller-based system is currently having a tremendous boost 

with the revelation of platforms such as the Internet of Things. Low-end 

families of microcontroller architecture are still in demand albeit less 

technologically advanced due to its better I/O better application and control. 

However, there is clearly a lack of computational capability of the low-end 

architecture that will affect the pre-processing stage of the received data. The 

purpose of this research is to combine the best feature of an 8-bit 

microcontroller architecture together with the computationally complex 

operations without incurring extra resources. The modules’ integration is 

implemented using instruction set architecture (ISA) extension technique and 

is developed on the Field Programmable Gate Array (FPGA). Extensive 

simulations were performed with the and a comprehensive methodology is 

proposed. It was found that the ISA extension from 12-bit to 16-bit has 

produced a faster execution time with fewer resource utilization when 

implementing the bit-sorting algorithm. The overall development process 

used in this research is flexible enough for further investigation either by 

extending its module to more complex algorithms or evaluating other designs 

of its components. 
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1. INTRODUCTION 

Embedded systems are rapidly evolving with numerous applications now are executed on its various 

platforms. The embedded system variant has evolved from the traditional PC-based integrated system to 

stand-alone and self-sustaining system with equivalent processing power and features compare to the former. 

As the system becomes more ubiquitous, the design process for the embedded system hardware must be in 

line with its software applications counterpart in order to provide the most streamlined and satisfying 

experience for the end-users. To achieve this, the designer must consider several performance parameters that 

ultimately lead to the introduction of a cluster of hardware called the reconfigurable system. 

The relevance of 8-bit microcontroller has been the subject of intense debate within the computing 

community. Many predicted since the 90’s that the decline of the 8-bit microcontroller is imminent and all 

applications would be based on 16-bit architecture [1] and later 32-bit architecture [2] with the emergence of 

the ARM processor. However, despite all things happened in the world of technology, the 8-bit 

microcontrollers are still in demand and being adopted in wide-ranging applications. For example, the 

Microchip’s 8-bit device has the ability to maintain functionality with voltage varies from low-level 1.3V to 

TTL 5V [3] which is beneficial due to the long sleep-mode required for most of the IoT device. It is 
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important to note that most of the data processing tasks in an IoT system are executed in the cloud server 

while the IoT board only responsible for data acquisition. The IoT board is connected to various sensors and 

minimal pre-processing tasks are required before the data are relayed to the cloud server through the internet 

connection. As the IoT device transmits its data serially in a protocol, having an optimized 8-bit architecture 

would suit the requirement of the IoT board better than the 32-bit architecture, without all the unnecessarily 

peripherals that are integrated into the 32-bit architecture. 

A soft-core processor is a microprocessor fully described in software which can be synthesized in 

programmable hardware, such as FPGAs. Soft-core processors implemented in FPGAs can be easily 

customized to the needs of a specific target application. A microprocessor defined in software code usually in 

hardware description language (HDL). As the processors are available in programming code, the developers 

are able to modify and reuse pre-designed hardware components in the form of intellectual property (IP) 

cores. This method would reduce design time at the expense of area and performance penalty.   

In general, having a soft-core processor provide several advantages in embedded system 

development. Soft-core processors have a higher level of abstraction that makes it easier to understand. 

Flexibility is also offered to the developer that enable the core to be edited and changed the parameters. 

Notable applications of the soft-core processor are in motor control system [4], pulse width modulation 

(PWM) generation [5] and cryptographic algorithm [6]. However, there is very little detail of the 

implementation and choices made during the development process i.e. design decisions and performance 

trade-off [7], [8]. There is the need to established a methodology that promotes incremental design 

improvement for a system that is based on the soft-core processor. 

UTeMRISC0 [9, 10] is a softcore processor that is essentially based on the PIC architecture, that is 

also the fundamental architecture of several other soft-core processors previously mentioned in this thesis. 

The UTeMRISC0 soft-core processor was first introduced in [11] as a part of the experimental setup to 

maximise the capability in delivering highest performance achievable by a processor core compared to their 

physical IC counterpart. The previous PIC-based soft-core processors are heavily reliant to the MPlab to 

compile and generate the processor’s bit file. For UTeMRISC0 processor, a retargetable assembler is 

designed exclusively from the ground up to replace the MPlab as the de-facto assembler. In the early phase, 

the assembler is designed to match the existing instruction set in the PIC data sheet within a simulated 

computer architecture environment called the CPUSim. 

One of the prominent paper with regards to the instruction set extension on reconfigurable 

processors was published by [12]. The overall target for manipulating the instruction set is to achieve higher 

parallelism to the instruction execution. Over the years, different techniques to increase the level of 

parallelism have been introduced at instruction level: for instance, techniques such as instruction pipelining, 

superscalar execution, out-of-order execution, and register renaming. Parallelism has also been exploited at 

other levels: bit-level, data-level, and loop-level parallelism. Although the level of parallelism has been 

increased over the years, it is still relatively limited for highly parallelizable applications, which become poor 

candidates for implementation of these architectures. 

 

 

2. RESEARCH METHOD 

The instruction set extension technique applied in this research is not necessarily focused on adding 

new instructions to the instruction set [13]. It is also could encompass modification to the current instruction, 

altering the behavior of the available instruction to perform a command that is totally different from its 

original purpose and also omitting the unrelated instructions that are not involved in the specific application. 

These customizations are done through manual configuration [14]. 

Manual extensions involved a degree of human effort to identify and implement the instruction set 

extensions. Human ingenuity in the manual creation of custom capabilities creates high-quality results which 

within the context of the application’s result. As the design grows more complex and constraint on the time-

to-market requirement, automatic design flow is desirable for the use of these new capabilities. For a large set 

of instruction candidates, selection of multiple custom instructions involves complex trade-off and can be 

hard to execute manually. However, as this research is focusing on low-end digital signal controller platform, 

the custom instructions that are manually identified and created. These instructions are considered sufficient 

to perform DSP tasks successfully within the hardware limitation. 

 

2.1. 12-bit ISA to 16-bit ISA 

Using the original 12-bit ISA [15] as the reference point, the ISA is extended to become 16-bit in 

width that in the end becomes the configured ISA for the UTeMRISC01 microcontroller. The customized 

instruction set is created by expanding the available instruction tokens to vacate more space to execute more 

data-transfer tasks such as register swapping. Figure 1 shows the instruction format for both the 12-bit ISA 
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and the 16-bit ISA with three different modes; (1) Literal operation, (2) byte-oriented operation with 

direction and (3) bit-oriented operations. 

The new 16-bit ISA now comprised of 6-bit of the opcode and 10 bits of the operand. The total 

number of 16 is chosen as it is byte addressable and could easily accommodate more bits for future 

expansion. Opcode bit is set to 6 bits that could stretch the maximum number of instructions to up to 64 

instructions. The file register address is extended to 7 bits that enable theoretically up to 128 registers that 

can be addressed by each instruction. The literal value maintained at 8-bit of raw data with a 3-bit select bit 

to point to any position in the 8-bit data. Finally, the single directional bit is used to indicate the destination 

of the data either to the working register or the register that is addressed in the operand. Technically, the  

16-bit ISA provide the best setup for the low-end digital signal controller whereby there a lot of room to 

exploit in adding new instructions, expanding the number of registers and also offered extra bits for literal 

values for precision and sign extended data. 

 

 

(1) 

 

 

(2) 

 

 

 

(3) 

  

 
 

(a) 

 

(b) 
 

Figure 1. Conversions from 12-bit ISA in (a) to 16-bit ISA in (b) for all instruction types 

 

 

Compiler generator or retargetable code generator is used to synthesize code for the particular 

applications. Once the instruction set is generated, the retargetable assembler is developed to accommodate 

all changes made in the instruction set. The assembler then is responsible to decode and generate the object 

code of the program based on the new instruction set [16]-[18]. 

 

2.2. Workflow and related tools 
Specific tasks and procedures are followed to ensure smooth transactions as well as getting the right 

tools. The UTeMRISC01 processor is implemented in the Xilinx ML605 FPGA board and the retargetable 

assembler is developed from the ground up using the Visual Basic software by Microsoft. Once 

implemented, the performance parameters such as resource utilization and the execution times are obtained 

through the synthesis and Post-PAR timing report. Further measurements are also conducted using the logic 

analyzer to verify the execution times of the bit-sorting program.  

During the early phases of the design, the new instruction is tested and simulated using the CPUSim 

software. CPU Sim is a Java application that allows users to design simple computer CPUs at the microcode 

level and to run the machine-language or the assembly-language programs on those CPUs through  

simulation [19]. 

The tools used in the hardware implementation phase are exclusively done on Xilinx environment, 

including its Integrated Synthesis Environment (ISE) Design Suite. The Xilinx ISE Design Suite is 

responsible for the bulk of the work by providing the tools to develop HDL modules in the processor 

architecture. The behavioral simulations are completed by using the ISE simulators, also known as ISim, 

which its main purpose is to perform functional and timing simulations for Verilog designs. Xilinx ISE will 

perform the logic synthesis and design implementation to generate the bit file. Using a software called 

iMPACT (integrated with the Xilinx ISE), the bit file is configured and loaded to the FPGA board, in this 

case, the ML605 FPGA board). 

 

2.3. Bit-sorting algorithm 
There are various methods of sorting, such as interchange or bubble sort, shell sort, bucket sort and 

radix interchange sort. Bubble sort is one of the popular methods, although the execution is not very efficient. 

The key idea of bubble sort is to take adjacent pairs of elements in the list of data and put them in order by 

interchanging their positions when it is necessary. By continuously executing the interchanging operations, 
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the data are sorted ascendingly within the data range. Figure 2 shows the step-by-step implementation flow of 

the bit sorting algorithm.  
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Figure 2. Flowchart for bit-sorting algorithm 

 

 

3. RESULTS AND ANALYSIS 

Establishing the benchmark of the soft-core processor is vital at this stage. The performance 

parameters for the modified architecture are evaluated and compared with the performance of the original 

processor architecture. In this case, the 8-bit soft-core processor called UTeMRISC0 resemble greatly to its 

packaged-IC counterpart which is the PIC16C57. The UTeMRISC0 will be the starting point for the 

architecture expansion and modification.  

The instruction set architecture extension is performed on the UTeMRISC0 architecture. Originally, 

the ISA consisted of 12-bit and is expanded to become 16-bit. The expansion does not solely involve the 

lengthening of the ISA register. It also required further modifications to other modules and registers such as 

the instruction decoder module, the ROM module and instruction registers. New opcodes are also assigned to 

the instruction set. At this point, the original list of instruction is maintained as per original while a single 

new instruction called ‘swapfw’ is created to demonstrate the capability of the architecture in handling and 

executing the new instruction. To reflect the major changes being made due to the ISA expansion, the 

modified processor now is called UTeMRISC01 [20], [21]. 

 

3.1. Instruction set generation 

A new instruction is created and called ‘swapfw’ that would take both of its operands as register 

address. To optimize the instruction set, the ‘swapfw’ instruction would occupy the space for another 

instruction called ‘movf f,1’. Originally, this instruction only functions to transfer data from a register back to 

its own address which it impractical unless a certain condition bit is required to be generated. Therefore, the 

new ‘swapfw’ instruction is assigned to the previous opcode allocation but now with different function, as 

shown in Table 1. 
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Table 1. New Instruction for Bit-Sorting 
CPU Sim 

Format 16-bit Opcode 
Opcode Mnemonics 

0B swapfw f 6 7 -3 0010_11ff_ffff_fxxx 

 

 

3.2. Code synthesis 

 Referring to Figure 3, the new instruction the is simulated using the CPUSim software with the 

UTeMRISC01 architecture is loaded as the main processor execution. The new instruction’s micro-operation 

is defined in this process to iterate the sequence of the instruction execution. 

 

 

 
 

Figure 3. Machine instruction editing in CPUSim 

 

 

3.3. Hardware synthesis 

The findings from the code synthesis stage are brought forward to the FPGA implementation by 

replicating the instruction execution sequence, this time in Verilog code. The instruction’s opcode and ISA 

are updated in the instruction decoder and ALU module. Once the architecture is successfully synthesized 

and implemented, the performance parameters are observed and measured using the logic analyzer.   

When the UTeMRISC01 architecture is implemented for the bit-sorting program, an increase of 

registers and LUTs have been recorded. As the UTeMRISC01 are equipped with the new ISA and an 

improved instruction register, the increase in the slice register number is expected, as shown in Table 2. 

Further optimization of the ALU module, especially in reducing the redundant instructions also contributed 

to a smaller usage of slice LUTs. For the bit sorting program, the new instruction is introduced by 

overwriting an unused instruction and this ensures the overhead of resource utilization is kept to a minimum. 

The new ‘swap’ instruction only involved register data transfer, which is already embedded in the original 

architecture, hence there is no additional hardware is required to execute the instruction. 

 

 

Table 2. Resource Utilization for Bit-Sorting Program 

Parameter 
UTeMRISC0 

(12-bit ISA) 

UTeMRISC01 

(16-bit ISA) 
Difference 

Number of Slice registers 102 119 16.7%  

Number of Slice LUTs 457 355 22.3% 

Number of LUT Flip Flop pairs used 494 409 17.2% 

 

 

In terms of execution times, the UTeMRISC01 architecture consistently produced lower execution 

times throughout the bit-sorting program implementation. Therefore, the program is ended much quicker, as 

shown in Figure 4. By calculations, the UTeMRISC01 architecture could finish executing the same bit-

sorting program faster than the UTeMRSIC0 architecture by 12%. This is clearly due to the lower instruction 

cycle, resulted in the introduction of the new swap instruction. 
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Figure 4. Execution times for bit-sorting program 

 

 

4. CONCLUSION 

In the bit-sorting programs, the number of registers in the UTeMRISC01 is reduced due to several 

optimization steps are done to the original UTeMRISC0 architecture. There is no new module added to the 

architecture and the new instruction is introduced by occupying the existing instruction slot in the instruction 

set. The execution times also improved that makes the program finished earlier. The reduced time is not 

because of the less-complexity of the bit-sorting program or the architecture itself but it is due to the 

efficiency of the new instruction that replaced the repetitive instruction previously existed in the original 

architecture. It is demonstrated here that the adoption of instruction set extension technique on the 

UTeMRISC01 architecture has optimized the processor capability in dealing with a more complex task. The 

overall development process used in this research is flexible enough for further investigation either by 

extending its module or to adopt more complex algorithms in the future. While the focus of this research is to 

reduce the execution times and the reduce utilization, power consumption will be considered in the future 

iterations of the processor. 
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